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# Введение

Алгоритмы обхода графа являются одной из важнейших задач в программировании, так как посредством графов можно описывать разнообразные реальные явления: организацию транспортных систем, сети передачи данных, человеческих взаимоотношений, структуру гена или молекулы. Возможность формального моделирования такого множества разных реальных структур позволяет программисту решать широкий круг прикладных задач[1]. Одними из этих алгоритмов являются поиск в ширину и А\*.

**Цель работы**: реализовать алгоритмы обхода графа: поиск в ширину и А\* для задачи поиска маршрута в лабиринте.

# Задачи

* Изучить алгоритмы построения маршрута в графе;
* Подготовить исходные данные: лабиринт, координаты точек для посещения при обходе;
* Реализовать алгоритмы с заданными параметрами;
* Сохранить результаты обходов лабиринта и получившиеся маршруты в файл.

# 1.Теоретическая часть

## а) Поиск в ширину

Работа всякого алгоритма обхода состоит в последовательном посещении вершин и исследовании ребер. Какие именно действия выполняются при посещении вершины и исследовании ребра – это зависит от конкретной задачи, для решения которой производится обход. В любом случае, однако, факт посещения вершины запоминается, так что с момента посещения и до конца работы алгоритма она считается посещенной. Вершину, которая еще не посещена, будем называть новой. В результате посещения вершина становится открытой и остается такой, пока не будут исследованы все инцидентные ей ребра. После этого она превращается в закрытую. [2]

Идея поиска в ширину состоит в том, чтобы посещать вершины в порядке их удаленности от некоторой заранее выбранной или указанной стартовой вершины a. Иначе говоря, сначала посещается сама вершина a, затем все вершины, смежные с a, то есть находящиеся от нее на расстоянии 1, затем вершины, находящиеся от a на расстоянии 2, и т.д. [2]

Рассмотрим алгоритм поиска в ширину с заданной стартовой вершиной a. Вначале все вершины помечаются как новые. Первой посещается вершина a, она становится единственной открытой вершиной. В дальнейшем каждый очередной шаг начинается с выбора некоторой открытой вершины x. Эта вершина становится активной. Далее исследуются ребра, инцидентные активной вершине. Если такое ребро соединяет вершину x с новой вершиной y, то вершина y посещается и превращается в открытую. Когда все ребра, инцидентные активной вершине, исследованы, она перестает быть активной и становится закрытой. После этого выбирается новая активная вершина, и описанные действия повторяются. Процесс заканчивается, когда множество открытых вершин становится пустым. [2]

Основная особенность поиска в ширину, отличающая его от других способов обхода графов, состоит в том, что в качестве активной вершины выбирается та из открытых, которая была посещена раньше других. Именно этим обеспечивается главное свойство поиска в ширину: чем ближе вершина к старту, тем раньше она будет посещена. Для реализации такого правила выбора активной вершины удобно использовать для хранения множества открытых вершин очередь – когда новая вершина становится открытой, она добавляется в конец очереди, а активная выбирается в ее начале. Схематически процесс изменения статуса вершин изображен на рисунке черным кружком показана активная вершина: [2]
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## б)Алгоритм А\*

Алгоритм A\* - это эвристический алгоритм поиска кратчайшего пути, который используется во многих областях искусственного интеллекта и робототехники.

Алгоритм A\* работает с графом, состоящим из узлов и ребер, где узлы представляют собой состояния, а ребра - переходы между состояниями. A\* ищет кратчайший путь от начального узла к конечному узлу, используя эвристику для ускорения поиска.

В основе алгоритма A\* лежит комбинация двух функций - функции стоимости пути от начального узла до текущего узла (g-функция) и эвристической функции оценки стоимости пути от текущего узла до конечного узла (h-функция). Сумма g- и h-функций определяет оценочную стоимость пути от начального узла до конечного узла через текущий узел.

A\* использует информацию об оценочной стоимости пути, которая является взвешенной суммой фактической стоимости пути от начала до данной вершины и эвристической оценки стоимости пути от данной вершины до цели. Интуитивно, эвристическая функция оценки должна быть меньше или равна фактической стоимости пути. [3]

A\* строит дерево поиска, добавляя в него новые узлы из открытого списка, который содержит узлы, которые еще не были проверены. На каждой итерации алгоритм выбирает узел из открытого списка с минимальной оценочной стоимостью пути от начального узла, добавляет его дочерние узлы в открытый список и удаляет выбранный узел из открытого списка.

# 2. Реализация алгоритма

Для начала создаем функцию **read\_maze**, которая на вход получает текстовый файл с лабиринтом, а возвращает его в виде двумерного массива **maze**.

Далее, создаем функцию **get****\_neighbors**, которая на вход получает сам лабиринт **maze** и возвращает список **valid\_neighbors**, состоящий из кортежей, в которых хранятся координаты соседних ячеек, в которые можно перейти.

## a)Поиск в ширину

* Создаем функцию **find\_path**.
* Входным параметром функции является сам лабиринт **maze**.
* В начале задаются точки старта и конца поиска в переменных **start** и **end** соответственно.
* Затем создаётся очередь **queue**, в которую добавляется кортеж **(start, [start])**. В этом кортеже первый элемент — координаты начальной точки, а второй — путь до неё.
* Далее создаётся множество **visited**, в которое будут добавляться посещённые точки.
* Запускается цикл, который продолжается до тех пор, пока очередь **queue** не станет пустой.
* На каждой итерации цикла извлекается из очереди первый элемент **current** и путь **path** до него.
* Если **current** равен точке **end**, значит путь найден и он возвращается.
* Иначе точка **current** добавляется в **visited**, и для каждого соседа **neighbor** точки **current** вызывается функция **get\_neighbors**.
* Для каждого из этих соседей проверяется, что он ещё не посещён. Если это так, то в очередь **queue** добавляется кортеж **(neighbor, path + [neighbor])**, где **neighbor** — это координаты соседней точки, а **path + [neighbor]** — это путь до неё.
* Поиск заканчивается, если весь лабиринт пройден, но если не была найдена точка **end**, в таком случае функция возвращает **None**.

## б)Алгоритм А\*

1.

Создаем функцию **get\_heuristic**, которая вычисляет эвристическое расстояние от текущей ячейки до конечной точки в алгоритме A\*.

Входными параметрами функции являются координаты текущей ячейки **cell** и координаты конечной точки **end**.

Функция вычисляет расстояние между текущей ячейкой и конечной точкой по формуле Евклида: sqrt((cell[0] - end[0]) \*\* 2 + (cell[1] - end[1]) \*\* 2), где **cell[0]** и **cell[1]** — координаты текущей ячейки, а **end[0]** и **end[1]** — координаты конечной точки. (Эвристическое расстояние используется для оценки стоимости пути от текущей ячейки до конечной точки. Оно добавляется к фактической стоимости пути, чтобы получить общую стоимость пути от начальной точки до конечной. В результате A\* выберет путь с наименьшей общей стоимостью.)

2.

* Создаем функцию **find\_path\_a\_star**.
* Входным параметром функции является сам лабиринт **maze**.
* Сначала создаются начальная и конечная точки **start** и **end**. Затем создается приоритетная очередь **queue**, в которую добавляется кортеж, содержащий стоимость пути, текущую точку и путь к текущей точке.
* Далее создается множество **visited**, в котором будут храниться посещенные точки, чтобы избежать повторных посещений. В цикле **while**, пока очередь не пуста, извлекается кортеж с минимальной стоимостью из приоритетной очереди.
* Затем проверяется, является ли текущая точка конечной точкой. Если да, то функция возвращает стоимость пути и путь к конечной точке.
* Если текущая точка не является конечной точкой, то она добавляется в множество **visited**, чтобы не посещать ее повторно. Далее для каждого соседа текущей точки вызывается функция **get\_neighbors**.
* Если соседняя точка не была посещена ранее, создается новый путь к этой точке, добавляя ее в путь к текущей точке. Затем вычисляется стоимость нового пути, используя формулу **priority = len(new\_path) + get\_heuristic(neighbor, end)**. Здесь **len(new\_path)** - это фактическая стоимость пути от начальной точки до текущей, а **get\_heuristic(neighbor, end)** - это эвристическое расстояние от соседней точки до конечной точки. Общая стоимость нового пути вычисляется как сумма фактической стоимости пути и эвристического расстояния.
* Наконец, создается новый кортеж с общей стоимостью, соседней точкой и новым путем, и добавляется в приоритетную очередь. Это продолжается до тех пор, пока конечная точка не будет достигнута, или пока приоритетная очередь не опустеет.
* Если конечная точка не может быть достигнута из начальной точки, функция возвращает **None**.

# Пример работы

## a)Поиск в ширину
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## б)Алгоритм А\*

![](data:image/png;base64,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)

# Заключение

В ходе проделанной работы были реализованы два алгоритма обхода графа, такие как: Поиск в ширину и А\*.

В результате была разработана программа, которая на выходе создает 2 текстовых(.txt) файла, которые содержат путь от начальной координаты до конечной:

* нарисованный точками “.” – поиск в ширину.
* нарисованный запятыми “,” – А\*.
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# Приложение 1

## Листинг программы

from queue import PriorityQueue  
from math import sqrt  
  
def read\_maze(filename):  
 *"""  
 Считывает лабиринт из текстового файла и возвращает его в виде двумерного массива  
 """* with open(filename) as f:  
 maze = [[char for char in line.strip()] for line in f]  
 return maze  
  
  
def get\_neighbors(maze, cell: tuple[int, int]):  
 *"""  
 Возвращает список соседних ячеек, в которые можно перейти  
 """* row, col = cell  
 neighbors = [(row - 1, col), (row + 1, col), (row, col - 1), (row, col + 1)]  
 valid\_neighbors = []  
 for neighbor in neighbors:  
 row, col = neighbor  
 if 0 <= row < len(maze) and 0 <= col < len(maze[0]) and maze[row][col] != "#":  
 valid\_neighbors.append(neighbor)  
 return valid\_neighbors  
  
#Поиск в ширину  
def find\_path(maze):  
 *"""  
 Ищет путь от начальной точки до конечной точки в лабиринте  
 """* start = (0, 1)  
 end = (len(maze) - 1, len(maze[0]) - 2)  
  
 queue = [(start, [start])]  
 visited = set()  
 while queue:  
 current, path = queue.pop(0)  
 if current == end:  
 return path  
 visited.add(current)  
 for neighbor in get\_neighbors(maze, current):  
 if neighbor not in visited:  
 queue.append((neighbor, path + [neighbor]))  
 return None  
  
#А\*  
def get\_heuristic(cell, end):  
 *"""  
 Вычисляет эвристическое расстояние от ячейки до конечной точки  
 """* return sqrt((cell[0] - end[0]) \*\* 2 + (cell[1] - end[1]) \*\* 2)  
  
def find\_path\_a\_star(maze):  
 *"""  
 Ищет путь от начальной точки до конечной точки в лабиринте, используя алгоритм A\*  
 """* start = (0, 1)  
 end = (len(maze) - 1, len(maze[0]) - 2)  
 queue = PriorityQueue()  
 queue.put((0, start, [start]))  
 visited = set()  
 while not queue.empty():  
 p, current, path = queue.get()  
 if current == end:  
 return p, path  
 visited.add(current)  
 for neighbor in get\_neighbors(maze, current):  
 if neighbor not in visited:  
 new\_path = path + [neighbor]  
 priority = len(new\_path) + get\_heuristic(neighbor, end)  
 queue.put((priority, neighbor, new\_path))  
 return None  
  
  
def main():  
 filename = "maze-for-u.txt"  
 maze = read\_maze(filename)  
 """  
 Реализация создания выходного файла для поиска в ширину  
 """  
 path1 = find\_path(maze)  
   
 for place in path1:  
 maze[place[0]][place[1]] = "."  
  
 result1 = ""  
 for line in maze:  
 result1 += "".join(line) + "\n"  
  
 with open("res1.txt", "w") as f:  
 f.write(result1)  
  
 """  
 Реализация создания выходного файла для А\*  
 """  
 path2 = find\_path\_a\_star(maze)  
 path22 = path2[1]  
  
 for place in path22:  
 maze[place[0]][place[1]] = ","  
  
 result2 = ""  
 for line in maze:  
 result2 += "".join(line) + "\n"  
  
 with open("res2.txt", "w") as f:  
 f.write(result2)  
main()